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virtualenvwrapper is a set of extensions to Ian Bicking’s virtualenv tool. The extensions include wrappers for creating and deleting virtual environments and otherwise managing your development workflow, making it easier to work on more than one project at a time without introducing conflicts in their dependencies.
CHAPTER 1

Features

1. Organizes all of your virtual environments in one place.
2. Wrappers for managing your virtual environments (create, delete, copy).
3. Use a single command to switch between environments.
4. Tab completion for commands that take a virtual environment as argument.
5. User-configurable hooks for all operations (see Per-User Customization).
6. Plugin system for creating more sharable extensions (see Extending Virtualenvwrapper).
CHAPTER 2

Introduction

The best way to explain the features virtualenvwrapper gives you is to show it in use.

First, some initialization steps. Most of this only needs to be done one time. You will want to add the command to source /usr/local/bin/virtualenvwrapper.sh to your shell startup file, changing the path to virtualenvwrapper.sh depending on where it was installed by pip or your package manager.

```
$ pip install virtualenvwrapper
...
$ export WORKON_HOME=~/.Envs
$ mkdir -p $WORKON_HOME
$ source /usr/local/bin/virtualenvwrapper.sh
$ mkvirtualenv env1
Installing
setuptools..........................................
....................................................
....................................................
...............................done.
virtualenvwrapper.user_scripts Creating /Users/dhellmann/.Envs/env1/bin/predeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/.Envs/env1/bin/postdeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/.Envs/env1/bin/preactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/.Envs/env1/bin/postactivate
...New python executable in env1/bin/python
(env1)$ ls $WORKON_HOME
env1 hook.log
```

Now we can install some software into the environment.

```
(env1)$ pip install django
Downloading/unpacking django
    Downloading Django-1.1.1.tar.gz (5.6Mb): 5.6Mb downloaded
    Running setup.py egg_info for package django
Installing collected packages: django
    Running setup.py install for django
        changing mode of build/scripts-2.6/django-admin.py from 644 to 755
```
We can see the new package with `lssitepackages`:

```bash
(env1)$ lssitepackages
Django-1.1.1-py2.6.egg-info  easy-install.pth
setuptools-0.6.10-py2.6.egg  pip-0.6.3-py2.6.egg
django                     setuptools.pth
```

Of course we are not limited to a single virtualenv:

```bash
(env1)$ ls $WORKON_HOME
env1  hook.log
(env1)$ mkvirtualenv env2
Installing setuptools............................
....................................................
....................................................
........... ...............................done.
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env2/bin/predeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env2/bin/postdeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env2/bin/pactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env2/bin/postactivate
New python executable in env2/bin/python
(env2)$ ls $WORKON_HOME
env1  env2  hook.log
```

Switch between environments with `workon`:

```bash
(env2)$ workon env1
(env1)$ echo $VIRTUAL_ENV
/Users/dhellmann/Envs/env1
(env1)$
```

The `workon` command also includes tab completion for the environment names, and invokes customization scripts as an environment is activated or deactivated (see Per-User Customization).

```bash
(env1)$ echo 'cd $VIRTUAL_ENV' >> $WORKON_HOME/postactivate
(env1)$ workon env2
(env2)$ pwd
/Users/dhellmann/Envs/env2
```

`postmkvirtualenv` is run when a new environment is created, letting you automatically install commonly-used tools.

```bash
(env2)$ echo 'pip install sphinx' >> $WORKON_HOME/postmkvirtualenv
(env3)$ mkvirtualenv env3
New python executable in env3/bin/python
Installing setuptools............................
....................................................
....................................................
........... ...............................done.
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env3/bin/predeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env3/bin/postdeactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env3/bin/pactivate
virtualenvwrapper.user_scripts Creating /Users/dhellmann/Envs/env3/bin/postactivate
Downloading/unpacking sphinx
```

(continues on next page)
Through a combination of the existing functions defined by the core package (see Command Reference), third-party plugins (see Extending Virtualenvwrapper), and user-defined scripts (see Per-User Customization) virtualenvwrapper gives you a wide variety of opportunities to automate repetitive operations.
3.1 Installation

3.1.1 Supported Shells

virtualenvwrapper is a set of shell *functions* defined in Bourne shell compatible syntax. Its automated tests run under these shells on OS X and Linux:

- bash
- ksh
- zsh

It may work with other shells, so if you find that it does work with a shell not listed here please let me know. If you can modify it to work with another shell without completely rewriting it, then send a pull request through the bitbucket project page. If you write a clone to work with an incompatible shell, let me know and I will link to it from this page.

**Windows Command Prompt**

David Marble has ported virtualenvwrapper to Windows batch scripts, which can be run under Microsoft Windows Command Prompt. This is also a separately distributed re-implementation. You can download `virtualenvwrapper-win` from PyPI.

**MSYS**

It is possible to use virtualenv wrapper under MSYS with a native Windows Python installation. In order to make it work, you need to define an extra environment variable named `MSYS_HOME` containing the root path to the MSYS installation.

```
export WORKON_HOME=$HOME/.virtualenvs
export MSYS_HOME=/c/msys/1.0
source /usr/local/bin/virtualenvwrapper.sh
```
virtualenvwrapper is tested under Python 2.7-3.6.

3.1.3 Basic Installation

virtualenvwrapper should be installed into the same global site-packages area where virtualenv is installed. You may need administrative privileges to do that. The easiest way to install it is using pip:

```
$ pip install virtualenvwrapper
```

or:

```
$ sudo pip install virtualenvwrapper
```

**Warning:** virtualenv lets you create many different Python environments. You should only ever install virtualenv and virtualenvwrapper on your base Python installation (i.e. NOT while a virtualenv is active) so that the same release is shared by all Python environments that depend on it.

An alternative to installing it into the global site-packages is to add it to your user local directory (usually ~/.local).

```
$ pip install --user virtualenvwrapper
```

3.1.4 Shell Startup File

Add three lines to your shell startup file (.bashrc, .profile, etc.) to set the location where the virtual environments should live, the location of your development project directories, and the location of the script installed with this package:

```
export WORKON_HOME=$HOME/.virtualenvs
export PROJECT_HOME=$HOME/Devel
source /usr/local/bin/virtualenvwrapper.sh
```

After editing it, reload the startup file (e.g., run `source ~/.bashrc`).

**PowerShell**

Guillermo López-Anglada has ported virtualenvwrapper to run under Microsoft’s PowerShell. We have agreed that since it is not compatible with the rest of the extensions, and is largely a re-implementation (rather than an adaptation), it should be distributed separately. You can download virtualenvwrapper-powershell from PyPI.
Lazy Loading

An alternative initialization script is provided for loading virtualenvwrapper lazily. Instead of sourcing `virtualenvwrapper.sh` directly, use `virtualenvwrapper_lazy.sh`. If `virtualenvwrapper.sh` is not on your `$PATH`, set `VIRTUALENVWRAPPER_SCRIPT` to point to it.

```bash
export WORKON_HOME=$HOME/.virtualenvs
export PROJECT_HOME=$HOME/Devel
export VIRTUALENVWRAPPER_SCRIPT=/usr/local/bin/virtualenvwrapper.sh
source /usr/local/bin/virtualenvwrapper_lazy.sh
```

**Warning:** When the lazy-loading version of the startup script is used, tab-completion of arguments to virtualenvwrapper commands (such as environment names) is not enabled until after the first command has been run. For example, tab completion of environments does not work for the first instance of `workon`.

3.1.5 Quick-Start

1. Run: `workon`
2. A list of environments, empty, is printed.
3. Run: `mkvirtualenv temp`
4. A new environment, `temp` is created and activated.
5. Run: `workon`
6. This time, the `temp` environment is included.

3.1.6 Configuration

virtualenvwrapper can be customized by changing environment variables. Set the variables in your shell startup file before loading `virtualenvwrapper.sh`.

**Location of Environments**

The variable `WORKON_HOME` tells virtualenvwrapper where to place your virtual environments. The default is `$HOME/.virtualenvs`. If the directory does not exist when virtualenvwrapper is loaded, it will be created automatically.

**Location of Project Directories**

The variable `PROJECT_HOME` tells virtualenvwrapper where to place your project working directories. The variable must be set and the directory created before `mkproject` is used.

See also:

- *Project Management*
Project Linkage Filename

The variable `VIRTUALENVWRAPPER_PROJECT_FILENAME` tells virtualenvwrapper how to name the file linking a virtualenv to a project working directory. The default is `.project`.

See also:

- *Project Management*

Enable Project Directory Switching

The variable `VIRTUALENVWRAPPER_WORKON_CD` controls whether the working directory is changed during the post activate phase. The default is 1, to enable changing directories. Set the value to 0 to disable this behavior for all invocations of `workon`.

See also:

- `workon`

Location of Hook Scripts

The variable `VIRTUALENVWRAPPER_HOOK_DIR` tells virtualenvwrapper where the *user-defined hooks* should be placed. The default is `$WORKON_HOME`.

See also:

- *Per-User Customization*

Location of Hook Logs

The variable `VIRTUALENVWRAPPER_LOG_FILE` tells virtualenvwrapper where the logs for the hook loader should be written. The default is to not log from the hooks.

Python Interpreter, virtualenv, and $PATH

During startup, `virtualenvwrapper.sh` finds the first `python` and `virtualenv` programs on the $PATH and remembers them to use later. This eliminates any conflict as the $PATH changes, enabling interpreters inside virtual environments where virtualenvwrapper is not installed or where different versions of virtualenv are installed. Because of this behavior, it is important for the $PATH to be set before sourcing `virtualenvwrapper.sh`. For example:

```shell
export PATH=/usr/local/bin:$PATH
source /usr/local/bin/virtualenvwrapper.sh
```

To override the $PATH search, set the variable `VIRTUALENVWRAPPER_PYTHON` to the full path of the interpreter to use and `VIRTUALENVWRAPPER_VIRTUALENV` to the full path of the virtualenv binary to use. Both variables must be set before sourcing `virtualenvwrapper.sh`. For example:

```shell
export VIRTUALENVWRAPPER_PYTHON=/usr/local/bin/python
eexport VIRTUALENVWRAPPER_VIRTUALENV=/usr/local/bin/virtualenv
source /usr/local/bin/virtualenvwrapper.sh
```
Default Arguments for virtualenv

If the application identified by VIRTUALENVWRAPPER_VIRTUALENV needs arguments, they can be set in VIRTUALENVWRAPPER_VIRTUALENV_ARGS. The same variable can be used to set default arguments to be passed to virtualenv. For example, set the value to --no-site-packages to ensure that all new environments are isolated from the system site-packages directory.

```bash
export VIRTUALENVWRAPPER_VIRTUALENV_ARGS='--no-site-packages'
```

Temporary Files

virtualenvwrapper creates temporary files in $TMPDIR. If the variable is not set, it uses /tmp. To change the location of temporary files just for virtualenvwrapper, set VIRTUALENVWRAPPER_TMPDIR.

Site-wide Configuration

Most UNIX systems include the ability to change the configuration for all users. This typically takes one of two forms: editing the skeleton files for new accounts or editing the global startup file for a shell.

Editing the skeleton files for new accounts means that each new user will have their private startup files preconfigured to load virtualenvwrapper. They can disable it by commenting out or removing those lines. Refer to the documentation for the shell and operating system to identify the appropriate file to edit.

Modifying the global startup file for a given shell means that all users of that shell will have virtualenvwrapper enabled, and they cannot disable it. Refer to the documentation for the shell to identify the appropriate file to edit.

3.1.7 Upgrading to 2.9

Version 2.9 includes the features previously delivered separately by virtualenvwrapper.project. If you have an older version of the project extensions installed, remove them before upgrading.

3.1.8 Upgrading from 1.x

The shell script containing the wrapper functions has been renamed in the 2.x series to reflect the fact that shells other than bash are supported. In your startup file, change source /usr/local/bin/virtualenvwrapper_bashrc to source /usr/local/bin/virtualenvwrapper.sh.

3.2 Command Reference

All of the commands below are to be used on the Terminal command line.

3.2.1 Managing Environments

mkvirtualenv

Create a new environment, in the WORKON_HOME.

Syntax:
mkvirmalenv [-a project_path] [-i package] [-r requirements_file] [virtualenv_˓→options] ENVNAME

All command line options except -a, -i, -r, and -h are passed directly to virtualenv. The new environment is automatically activated after being initialized.

```bash
$ workon
$ mkvirmalenv mynewenv
New python executable in mynewenv/bin/python
Installing setuptools.............................................
..................................................................
..................................................................
done.
(mynewenv)$ workon
mynewenv
(mynewenv)$
```

The -a option can be used to associate an existing project directory with the new environment.

The -i option can be used to install one or more packages (by repeating the option) after the environment is created.

The -r option can be used to specify a text file listing packages to be installed. The argument value is passed to pip -r to be installed.

See also:
• premkvirtualenv
• postmkvirtualenv
• requirements file format

mktmpenv

Create a new virtualenv in the WORKON_HOME directory.

Syntax:

```bash
mktmpenv [(-c|--cd)|(-n|--no-cd)] [VIRTUALENV_OPTIONS]
```

A unique virtualenv name is generated.

If -c or --cd is specified the working directory is changed to the virtualenv directory during the post-activate phase, regardless of the value of VIRTUALENVWRAPPER_WORKON_CD.

If -n or --no-cd is specified the working directory is not changed to the virtualenv directory during the post-activate phase, regardless of the value of VIRTUALENVWRAPPER_WORKON_CD.

```bash
$ mktmpenv
Using real prefix '/Library/Frameworks/Python.framework/Versions/2.7'
New python executable in 1e513ac6-616e-4d56-9aa5-9d0a3b305e20/bin/python
Overwriting 1e513ac6-616e-4d56-9aa5-9d0a3b305e20/lib/python2.7/distutils/__init__.py with new content
Installing setuptools.............................................
..................................................................
..................................................................
done.
This is a temporary environment. It will be deleted when deactivated.
(1e513ac6-616e-4d56-9aa5-9d0a3b305e20) $
```
lsvirtualenv

List all of the environments.

Syntax:

```
lsvirtualenv [-b] [-l] [-h]
```

- **-b**: Brief mode, disables verbose output.
- **-l**: Long mode, enables verbose output. Default.
- **-h**: Print the help for lsvirtualenv.

See also:

- `get_env_details`

showvirtualenv

Show the details for a single virtualenv.

Syntax:

```
showvirtualenv [env]
```

See also:

- `get_env_details`

rmvirtualenv

Remove an environment, in the WORKON_HOME.

Syntax:

```
rmvirtualenv ENVNAME
```

You must use `deactivate` before removing the current environment.

```
(mynewenv)$ deactivate
$ rmvirtualenv mynewenv
$ workon
$
```

See also:

- `prermvirtualenv`
- `postrmvirtualenv`

cpvirtualenv

Duplicate an existing virtualenv environment. The source can be an environment managed by virtualenvwrapper or an external environment created elsewhere.
Warning: Copying virtual environments is not well supported. Each virtualenv has path information hard-coded into it, and there may be cases where the copy code does not know it needs to update a particular file. Use with caution.

Syntax:
```bash
cpvirtualenv ENVNAME [TARGETENVNAME]
```

Note: Target environment name is required for WORKON_HOME duplications. However, target environment name can be omitted for importing external environments. If omitted, the new environment is given the same name as the original.

```bash
$ workon
$ mkvirtualenv source
New python executable in source/bin/python
Installing setuptools............................................
..................................................................
..................................................................
done.
(source)$ cpvirtualenv source dest
Making script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/easy_install
  → relative
Making script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/easy_install-2.6
  → relative
Making script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/pip relative
Script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/postactivate cannot be
  → made relative (it's not a normal script that starts with #!/Users/dhellmann/Devel/
  → virtualenvwrapper/tmp/dest/bin/python)
Script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/postdeactivate cannot be
  → made relative (it's not a normal script that starts with #!/Users/dhellmann/Devel/
  → virtualenvwrapper/tmp/dest/bin/python)
Script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/preactivate cannot be
  → made relative (it's not a normal script that starts with #!/Users/dhellmann/Devel/
  → virtualenvwrapper/tmp/dest/bin/python)
Script /Users/dhellmann/Devel/virtualenvwrapper/tmp/dest/bin/predeactivate cannot be
  → made relative (it's not a normal script that starts with #!/Users/dhellmann/Devel/
  → virtualenvwrapper/tmp/dest/bin/python)
(dest)$ workon
dest
source
(dest)$
```

See also:
- `precpvirtualenv`
- `postcpvirtualenv`
- `premkvirtualenv`
- `postmkvirtualenv`

`allvirtualenv`

Run a command in all virtualenvs under WORKON_HOME.
Syntax:

```bash
allvirtualenv command with arguments
```

Each virtualenv is activated, bypassing activation hooks, the current working directory is changed to the current virtualenv, and then the command is run. Commands cannot modify the current shell state, but can modify the virtualenv.

```bash
$ allvirtualenv pip install -U pip
```

### 3.2.2 Controlling the Active Environment

**workon**

List or change working virtual environments

Syntax:

```bash
workon [(-c|--cd)|(-n|--no-cd)] [environment_name|"."]
```

If no environment name is given the list of available environments is printed to stdout.

If `-c` or `--cd` is specified the working directory is changed to the project directory during the post-activate phase, regardless of the value of `VIRTUALENVWRAPPER_WORKON_CD`.

If `-n` or `--no-cd` is specified the working directory is **not** changed to the project directory during the post-activate phase, regardless of the value of `VIRTUALENVWRAPPER_WORKON_CD`.

If "." is passed as the environment name, the name is derived from the base name of the current working directory (contributed by Matias Saguir).

```bash
$ workon
$ mkvirtualenv env1
   New python executable in env1/bin/python
   Installing setuptools............................................
   ..........................................................
   ..........................................................
   done.
(env1)$ mkvirtualenv env2
New python executable in env2/bin/python
Installing setuptools............................................
..........................................................
..........................................................
done.
(env2)$ workon
env1
env2
(env2)$ workon env1
(env1)$ echo $VIRTUAL_ENV
/Users/dhellmann/Devel/virtualenvwrapper/tmp/env1
(env1)$ workon env2
(env2)$ echo $VIRTUAL_ENV
/Users/dhellmann/Devel/virtualenvwrapper/tmp/env2
(env2)$
```

See also:

- `predeactivate`

---

**3.2. Command Reference**
• *postdeactivate*
• *preactivate*
• *postactivate*
  • *Enable Project Directory Switching*

**deactivate**

Switch from a virtual environment to the system-installed version of Python.

Syntax:

```
deactivate
```

**Note:** This command is actually part of virtualenv, but is wrapped to provide before and after hooks, just as workon does for activate.

```
$ workon
$ echo $VIRTUAL_ENV

$ mkvirtualenv env1
New python executable in env1/bin/python
Installing setuptools.............................................
..................................................................
..................................................................
done.
(env1)$ echo $VIRTUAL_ENV
/Users/dhellmann/Devel/virtualenvwrapper/tmp/env1
(env1)$ deactivate

$ echo $VIRTUAL_ENV

```

See also:

• *predeactivate*
• *postdeactivate*

### 3.2.3 Quickly Navigating to a virtualenv

There are two functions to provide shortcuts to navigate into the currently-active virtualenv.

**cdvirtualenv**

Change the current working directory to $VIRTUAL_ENV.

Syntax:

```
cdvirtualenv [subdir]
```

Calling `cdvirtualenv` changes the current working directory to the top of the virtualenv ($VIRTUAL_ENV). An optional argument is appended to the path, allowing navigation directly into a subdirectory.
cdsitepackages

Change the current working directory to the site-packages for $VIRTUAL_ENV.

Syntax:

cdsitepackages [subdir]

Because the exact path to the site-packages directory in the virtualenv depends on the version of Python, cdsitepackages is provided as a shortcut for cdvirtualenv lib/python${pyvers}/site-packages. An optional argument is also allowed, to specify a directory hierarchy within the site-packages directory to change into.

lssitepackages

Calling lssitepackages shows the content of the site-packages directory of the currently-active virtualenv.

Syntax:

lssitepackages
3.2.4 Path Management

**add2virtualenv**

Adds the specified directories to the Python path for the currently-active virtualenv.

Syntax:

```
add2virtualenv directory1 directory2 ...
```

Sometimes it is desirable to share installed packages that are not in the system `site-packages` directory and which should not be installed in each virtualenv. One possible solution is to symlink the source into the environment `site-packages` directory, but it is also easy to add extra directories to the PYTHONPATH by including them in a `.pth` file inside `site-packages` using `add2virtualenv`.

1. Check out the source for a big project, such as Django.
2. Run: `add2virtualenv path_to_source`.
4. A usage message and list of current “extra” paths is printed.
5. Use option `-d` to remove the added path.

The directory names are added to a path file named `_virtualenv_path_extensions.pth` inside the `site-packages` directory for the environment.

*Based on a contribution from James Bennett and Jannis Leidel.*

**toggleglobalsitepackages**

Controls whether the active virtualenv will access the packages in the global Python `site-packages` directory.

Syntax:

```
toggleglobalsitepackages [-q]
```

Outputs the new state of the virtualenv. Use the `-q` switch to turn off all output.

```
$ mkvirtualenv env1
New python executable in env1/bin/python
Installing setuptools.............................................
...............................................................
............................................................... done.
(env1)$ toggleglobalsitepackages
Disabled global site-packages
(env1)$ toggleglobalsitepackages
Enabled global site-packages
```

(continues on next page)
3.2.5 Project Directory Management

See also:

Project Management

**mkproject**

Create a new virtualenv in the WORKON_HOME and project directory in PROJECT_HOME.

Syntax:

```
mkproject [-f|--force] [-t template] [virtualenv_options] ENVNAME
```

- **-f, --force** Create the virtualenv even if the project directory already exists

The template option may be repeated to have several templates used to create a new project. The templates are applied in the order named on the command line. All other options are passed to mkvirtualenv to create a virtual environment with the same name as the project.

```
$ mkproject myproj
New python executable in myproj/bin/python
Installing setuptools............................................
..................................................................
..................................................................
done.
Creating /Users/dhellmann/Devel/myproj
(myproj)$ pwd
/Users/dhellmann/Devel/myproj
(myproj)$ echo $VIRTUAL_ENV
/Users/dhellmann/Envs/myproj
(myproj)$
```

See also:

- *premkproject*
- *postmkproject*

**setvirtualenvproject**

Bind an existing virtualenv to an existing project.

Syntax:

```
setvirtualenvproject [virtualenv_path project_path]
```

The arguments to setvirtualenvproject are the full paths to the virtualenv and project directory. An association is made so that when workon activates the virtualenv the project is also activated.
When no arguments are given, the current virtualenv and current directory are assumed.

Any number of virtualenvs can refer to the same project directory, making it easy to switch between versions of Python or other dependencies for testing.

**cdproject**

Change the current working directory to the one specified as the project directory for the active virtualenv.

Syntax:

```
$ cdproject
```

### 3.2.6 Managing Installed Packages

**wipeenv**

Remove all of the installed third-party packages in the current virtualenv.

Syntax:

```
$ wipeenv
```

### 3.2.7 Other Commands

**virtualenvwrapper**

Print a list of commands and their descriptions as basic help output.

Syntax:

```
$ virtualenvwrapper
```
3.3 Customizing Virtualenvwrapper

virtualenvwrapper adds several hook points you can use to change your settings, shell environment, or other configuration values when creating, deleting, or moving between environments. These hooks are exposed in two ways. *Per-User Customization* allows a user to perform generic actions for every virtualenv in your environment, including customization of virtualenv creation. *Extending Virtualenvwrapper* makes it possible to share common behaviors between systems and developers.

### 3.3.1 Per-User Customization

The end-user customization scripts are either *sourced* (allowing them to modify your shell environment) or *run* as an external program at the appropriate trigger time.

The global scripts applied to all environments should be placed in the directory named by $VIRTUALENVWRAPPER_HOOK_DIR, which by default will be equal to $WORKON_HOME. The local scripts should be placed in the *bin* directory of the virtualenv.

#### Example Usage

As a Django developer, you likely want DJANGO_SETTINGS_MODULE to be set, and if you work on multiple projects, you want it to be specific to the project you are currently working on. Wouldn’t it be nice if it was set based on the active virtualenv? You can achieve this with *Per-User Customization* as follows.

If your $WORKON_HOME is set to ~/.virtualenvs:

```bash
vim ~/.virtualenvs/premkvirtualenv
```

Edit the file so it contains the following (for a default Django setup):

```bash
# Automatically set django settings for the virtualenv
echo "export DJANGO_SETTINGS_MODULE=$1.settings" >> "$1/bin/activate"
```

Create a new virtualenv, and you should see DJANGO_SETTINGS_MODULE in your env!

#### get_env_details

- **Global/Local**: both
- **Argument(s)**: env name
- **Sourced/Run**: run

$VIRTUALENVWRAPPER_HOOK_DIR/get_env_details is run when workon is run with no arguments and a list of the virtual environments is printed. The hook is run once for each environment, after the name is printed, and can print additional information about that environment.

#### initialize

- **Global/Local**: global
- **Argument(s)**: None
- **Sourced/Run**: sourced
$VIRTUALENVWRAPPER_HOOK_DIR/initialize is sourced when virtualenvwrapper.sh is loaded into your environment. Use it to adjust global settings when virtualenvwrapper is enabled.

**premkvirtualenv**

- **Global/Local**: global
- **Argument(s)**: name of new environment
- **Sourced/Run**: run

$VIRTUALENVWRAPPER_HOOK_DIR/premkvirtualenv is run as an external program after the virtual environment is created but before the current environment is switched to point to the new env. The current working directory for the script is $WORKON_HOME and the name of the new environment is passed as an argument to the script.

**postmkvirtualenv**

- **Global/Local**: global
- **Argument(s)**: none
- **Sourced/Run**: sourced

$VIRTUALENVWRAPPER_HOOK_DIR/postmkvirtualenv is sourced after the new environment is created and activated. If the -a <project_path> flag was used, the link to the project directory is set up before this script is sourced.

**precpvirtualenv**

- **Global/Local**: global
- **Argument(s)**: name of original environment, name of new environment
- **Sourced/Run**: run

$VIRTUALENVWRAPPER_HOOK_DIR/precpvirtualenv is run as an external program after the source environment is duplicated and made relocatable, but before the premkvirtualenv hook is run or the current environment is switched to point to the new env. The current working directory for the script is $WORKON_HOME and the names of the source and new environments are passed as arguments to the script.

**postcpvirtualenv**

- **Global/Local**: global
- **Argument(s)**: none
- **Sourced/Run**: sourced

$VIRTUALENVWRAPPER_HOOK_DIR/postcpvirtualenv is sourced after the new environment is created and activated.

**preactivate**

- **Global/Local**: global, local
- **Argument(s)**: environment name
Sourced/Run run

The global \$VIRTUALENVWRAPPER_HOOK_DIR/preactivate script is run before the new environment is enabled. The environment name is passed as the first argument.

The local \$VIRTUAL_ENV/bin/preactivate hook is run before the new environment is enabled. The environment name is passed as the first argument.

postactivate

    Global/Local  global, local
    Argument(s)  none
    Sourced/Run  sourced

The global \$VIRTUALENVWRAPPER_HOOK_DIR/postactivate script is sourced after the new environment is enabled. \$VIRTUAL_ENV refers to the new environment at the time the script runs.

This example script adds a space between the virtual environment name and your old PS1 by making use of \_OLD_VIRTUAL_PS1.

    PS1="(`basename "$VIRTUAL_ENV"`) $_OLD_VIRTUAL_PS1"

The local \$VIRTUAL_ENV/bin/postactivate script is sourced after the new environment is enabled. \$VIRTUAL_ENV refers to the new environment at the time the script runs.

This example script for the PyMOTW environment changes the current working directory and the PATH variable to refer to the source tree containing the PyMOTW source.

    pymotw_root=/Users/dhellmann/Documents/PyMOTW
    cd $pymotw_root
    PATH=$pymotw_root/bin:$PATH

predeactivate

    Global/Local  local, global
    Argument(s)  none
    Sourced/Run  sourced

The local \$VIRTUAL_ENV/bin/predeactivate script is sourced before the current environment is deactivated, and can be used to disable or clear settings in your environment. \$VIRTUAL_ENV refers to the old environment at the time the script runs.

The global \$VIRTUALENVWRAPPER_HOOK_DIR/predeactivate script is sourced before the current environment is deactivated. \$VIRTUAL_ENV refers to the old environment at the time the script runs.

postdeactivate

    Global/Local  local, global
    Argument(s)  none
    Sourced/Run  sourced
The `$VIRTUAL_ENV/bin/postdeactivate` script is sourced after the current environment is deactivated, and can be used to disable or clear settings in your environment. The path to the environment just deactivated is available in `$VIRTUALENVWRAPPER_LAST_VIRTUALENV`.

**prermvirtualenv**

- **Global/Local**: global
- **Argument(s)**: environment name
- **Sourced/Run**: run

The `$VIRTUALENVWRAPPER_HOOK_DIR/prermvirtualenv` script is run as an external program before the environment is removed. The full path to the environment directory is passed as an argument to the script.

**postrmvirtualenv**

- **Global/Local**: global
- **Argument(s)**: environment name
- **Sourced/Run**: run

The `$VIRTUALENVWRAPPER_HOOK_DIR/postrmvirtualenv` script is run as an external program after the environment is removed. The full path to the environment directory is passed as an argument to the script.

**premkproject**

- **Global/Local**: global
- **Argument(s)**: name of new project
- **Sourced/Run**: run

$WORKON_HOME/premkproject is run as an external program after the virtual environment is created and after the current environment is switched to point to the new env, but before the new project directory is created. The current working directory for the script is $PROJECT_HOME and the name of the new project is passed as an argument to the script.

**postmkproject**

- **Global/Local**: global
- **Argument(s)**: none
- **Sourced/Run**: sourced

$WORKON_HOME/postmkproject is sourced after the new environment and project directories are created and the virtualenv is activated. The current working directory is the project directory.

### 3.3.2 Extending Virtualenvwrapper

Long experience with home-grown solutions for customizing a development environment has proven how valuable it can be to have the ability to automate common tasks and eliminate persistent annoyances. Carpenters build jigs, software developers write shell scripts. virtualenvwrapper continues the tradition of encouraging a craftsman to modify their tools to work the way they want, rather than the other way around.
There are two ways to attach your code so that virtualenvwrapper will run it: End-users can use shell scripts or other programs for personal customization, e.g. automatically performing an action on every new virtualenv (see Per-User Customization). Extensions can also be implemented in Python by using Setuptools entry points, making it possible to share common behaviors between systems and developers.

Use the hooks provided to eliminate repetitive manual operations and streamline your development workflow. For example, set up the pre_activate and post_activate hooks to trigger an IDE to load a project file to reload files from the last editing session, manage time-tracking records, or start and stop development versions of an application server. Use the initialize hook to add entirely new commands and hooks to virtualenvwrapper. And the pre_mkvirtualenv and post_mkvirtualenv hooks give you an opportunity to install basic requirements into each new development environment, initialize a source code control repository, or otherwise set up a new project.

**Defining an Extension**

**Note:** Virtualenvwrapper is delivered with a plugin for creating and running the user customization scripts (user_scripts). The examples below are taken from the implementation of that plugin.

**Code Organization**

The Python package for virtualenvwrapper is a namespace package. That means multiple libraries can install code into the package, even if they are not distributed together or installed into the same directory. Extensions can (optionally) use the virtualenvwrapper namespace by setting up their source tree like:

- virtualenvwrapper/
  - __init__.py
  - user_scripts.py

And placing the following code in __init__.py:

```python
"""virtualenvwrapper module
"""

__import__('pkg_resources').declare_namespace(__name__)
```

**Note:** Extensions can be loaded from any package, so using the virtualenvwrapper namespace is not required.

**Extension API**

After the package is established, the next step is to create a module to hold the extension code. For example, virtualenvwrapper/user_scripts.py. The module should contain the actual extension entry points. Supporting code can be included, or imported from elsewhere using standard Python code organization techniques.

The API is the same for every extension point. Each uses a Python function that takes a single argument, a list of strings passed to the hook loader on the command line.

```python
def function_name(args):
    # args is a list of strings passed to the hook loader
```

The contents of the argument list are defined for each extension point below (see Extension Points).
Extension Invocation

Direct Action

Plugins can attach to each hook in two different ways. The default is to have a function run and do some work directly. For example, the `initialize()` function for the user scripts plugin creates default user scripts when `virtualenvwrapper.sh` is loaded.

```python
def initialize(args):
    for filename, comment in GLOBAL_HOOKS:
        make_hook(os.path.join('$WORKON_HOME', filename), comment)
    return
```

Modifying the User Environment

There are cases where the extension needs to update the user’s environment (e.g., changing the current working directory or setting environment variables). Modifications to the user environment must be made within the user’s current shell, and cannot be run in a separate process. To have code run in the user’s shell process, extensions can define hook functions to return the text of the shell statements to be executed. These `source` hooks are run after the regular hooks with the same name, and should not do any work of their own.

The `initialize_source()` hook for the user scripts plugin looks for a global initialize script and causes it to be run in the current shell process.

```python
def initialize_source(args):
    return ""
    # Run user-provided scripts
    # [ -f "$WORKON_HOME/initialize" ] && source "$WORKON_HOME/initialize"
    ""
```

**Warning:** Because the extension is modifying the user’s working shell, care must be taken not to corrupt the environment by overwriting existing variable values unexpectedly. Avoid creating temporary variables where possible, and use unique names where variables cannot be avoided. Prefixing variables with the extension name is a good way to manage the namespace. For example, instead of `temp_file` use `user_scripts_temp_file`. Use `unset` to release temporary variable names when they are no longer needed.

**Warning:** virtualenvwrapper works under several shells with slightly different syntax (bash, sh, zsh, ksh). Take this portability into account when defining source hooks. Sticking to the simplest possible syntax usually avoids problems, but there may be cases where examining the `SHELL` environment variable to generate different syntax for each case is the only way to achieve the desired result.

Registering Entry Points

The functions defined in the plugin need to be registered as *entry points* in order for virtualenvwrapper’s hook loader to find them. Entry points are configured in the `setup.py` (or `setup.cfg` when using pbr) for your package by mapping the entry point name to the function in the package that implements it.
This partial copy of virtualenvwrapper’s setup.cfg illustrates how the initialize() and initialize_source() entry points are configured.

```ini
[virtualenvwrapper]
initialize =
    user_scripts = virtualenvwrapper.user_scripts:initialize
    project = virtualenvwrapper.project:initialize
initialize_source =
    user_scripts = virtualenvwrapper.user_scripts:initialize_source
pre_mkvirtualenv =
    user_scripts = virtualenvwrapper.user_scripts:pre_mkvirtualenv
post_mkvirtualenv_source =
    user_scripts = virtualenvwrapper.user_scripts:post_mkvirtualenv_source
pre_cpvirtualenv =
    user_scripts = virtualenvwrapper.user_scripts:pre_cpvirtualenv
post_cpvirtualenv_source =
    user_scripts = virtualenvwrapper.user_scripts:post_cpvirtualenv_source
pre_rmvirtualenv =
    user_scripts = virtualenvwrapper.user_scripts:pre_rmvirtualenv
post_rmvirtualenv =
    user_scripts = virtualenvwrapper.user_scripts:post_rmvirtualenv
project.pre_mkproject =
    project = virtualenvwrapper.project:pre_mkproject
post_mkproject_source =
    project = virtualenvwrapper.project:post_mkproject_source
pre_activate =
    user_scripts = virtualenvwrapper.user_scripts:pre_activate
post_activate_source =
    project = virtualenvwrapper.project:post_activate_source
pre_deactivate_source =
    user_scripts = virtualenvwrapper.user_scripts:pre_deactivate_source
post_deactivate_source =
    user_scripts = virtualenvwrapper.user_scripts:post_deactivate_source
get_env_details =
    user_scripts = virtualenvwrapper.user_scripts:get_env_details

[pbr]
warnerrors = true

[wheel]
universal = true

[build_sphinx]
source-dir = docs/source
build-dir = docs/build
all_files = 1
```

The entry_points section maps the group names to lists of entry point specifiers. A different group name is defined by virtualenvwrapper for each extension point (see Extension Points).

The entry point specifiers are strings with the syntax name = package.module:function. By convention, the name of each entry point is the plugin name, but that is not required (the names are not used).

See also:

- namespace packages
- Extensible Applications and Frameworks
The Hook Loader

Extensions are run through a command line application implemented in virtualenvwrapper.hook_loader. Because virtualenvwrapper.sh is the primary caller and users do not typically need to run the app directly, no separate script is installed. Instead, to run the application, use the -m option to the interpreter:

```bash
$ python -m virtualenvwrapper.hook_loader -h
Usage: virtualenvwrapper.hook_loader [options] <hook> [arguments]
Manage hooks for virtualenvwrapper
Options:
  -h, --help show this help message and exit
  -s, --source Print the shell commands to be run in the current shell
  -l, --list Print a list of the plugins available for the given hook
  -v, --verbose Show more information on the console
  -q, --quiet Show less information on the console
  -n NAMES, --name=NAMES Only run the hook from the named plugin
```

To run the extensions for the initialize hook:

```bash
$ python -m virtualenvwrapper.hook_loader -v initialize
```

To get the shell commands for the initialize hook:

```bash
$ python -m virtualenvwrapper.hook_loader --source initialize
```

In practice, rather than invoking the hook loader directly it is more convenient to use the shell function, virtualenvwrapper_run_hook to run the hooks in both modes:

```bash
$ virtualenvwrapper_run_hook initialize
```

All of the arguments given to shell function are passed directly to the hook loader.

Logging

The hook loader configures logging so that messages are written to $WORKON_HOME/hook.log. Messages also may be written to stderr, depending on the verbosity flag. The default is for messages at info or higher levels to be written to stderr, and debug or higher to go to the log file. Using logging in this way provides a convenient mechanism for users to control the verbosity of extensions.

To use logging from within your extension, simply instantiate a logger and call its info(), debug() and other methods with the messages.

```python
import logging
log = logging.getLogger(__name__)

def pre_mkvirtualenv(args):
    log.debug('pre_mkvirtualenv %s', str(args))
    # ...
```

See also:

- Standard library documentation for logging
• PyMOTW for logging

Extension Points

The extension point names for native plugins follow a naming convention with several parts: `virtualenvwrapper.(pre|post)_<event>[_source]`. The `<event>` is the action taken by the user or virtualenvwrapper that triggers the extension. (pre|post) indicates whether to call the extension before or after the event. The suffix _source is added for extensions that return shell code instead of taking action directly (see Modifying the User Environment).

get_env_details

The `virtualenvwrapper.get_env_details` hooks are run when `workon` is run with no arguments and a list of the virtual environments is printed. The hook is run once for each environment, after the name is printed, and can be used to show additional information about that environment.

initialize

The `virtualenvwrapper.initialize` hooks are run each time `virtualenvwrapper.sh` is loaded into the user’s environment. The initialize hook can be used to install templates for configuration files or otherwise prepare the system for proper plugin operation.

pre_mkvirtualenv

The `virtualenvwrapper.pre_mkvirtualenv` hooks are run after the virtual environment is created, but before the new environment is activated. The current working directory for when the hook is run is `$WORKON_HOME` and the name of the new environment is passed as an argument.

post_mkvirtualenv

The `virtualenvwrapper.post_mkvirtualenv` hooks are run after a new virtual environment is created and activated. `$VIRTUAL_ENV` is set to point to the new environment.

pre_activate

The `virtualenvwrapper.pre_activate` hooks are run just before an environment is enabled. The environment name is passed as the first argument.

post_activate

The `virtualenvwrapper.post_activate` hooks are run just after an environment is enabled. `$VIRTUAL_ENV` is set to point to the current environment.

pre_deactivate

The `virtualenvwrapper.pre_deactivate` hooks are run just before an environment is disabled. `$VIRTUAL_ENV` is set to point to the current environment.

3.3. Customizing Virtualenvwrapper
post_deactivate

The virtualenvwrapper.post_deactivate hooks are run just after an environment is disabled. The name of the environment just deactivated is passed as the first argument.

pre_rmvirtualenv

The virtualenvwrapper.pre_rmvirtualenv hooks are run just before an environment is deleted. The name of the environment being deleted is passed as the first argument.

post_rmvirtualenv

The virtualenvwrapper.post_rmvirtualenv hooks are run just after an environment is deleted. The name of the environment being deleted is passed as the first argument.

Adding New Extension Points

Plugins that define new operations can also define new extension points. No setup needs to be done to allow the hook loader to find the extensions; documenting the names and adding calls to virtualenvwrapper_run_hook is sufficient to cause them to be invoked.

The hook loader assumes all extension point names start with virtualenvwrapper, and new plugins will want to use their own namespace qualifier to append to that. For example, the project extension defines new events around creating project directories (pre and post). These are called virtualenvwrapper.project.pre_mkproject and virtualenvwrapper.project.post_mkproject. These are invoked with:

```
virtualenvwrapper_run_hook project.pre_mkproject $project_name
```

and:

```
virtualenvwrapper_run_hook project.post_mkproject
```

respectively.

3.4 Project Management

A project directory is associated with a virtualenv, but usually contains the source code under active development rather than the installed components needed to support the development. For example, the project directory may contain the source code checked out from a version control system, temporary artifacts created by testing, experimental files not committed to version control, etc.

A project directory is created and bound to a virtualenv when mkproject is run instead of mkvirtualenv. To bind an existing project directory to a virtualenv, use setvirtualenvproject.

3.4.1 Using Templates

A new project directory can be created empty, or populated using one or more template plugins. Templates should be specified as arguments to mkproject. Multiple values can be provided to apply more than one template. For example, to check out a Mercurial repository from a project on bitbucket and create a new Django site, combine the bitbucket and django templates.
$ mkproject -t bitbucket -t django my_site

See also:
- Templates
- Location of Project Directories
- Project Linkage Filename
- Enable Project Directory Switching

3.5 Tips and Tricks

This is a list of user-contributed tips for making virtualenv and virtualenvwrapper even more useful. If you have a tip to share, drop me an email or post a comment on this blog post and I’ll add it here.

3.5.1 zsh Prompt

From Nat (was blogger.com/profile/16779944428406910187):

Using zsh, I added some bits to $WORKON_HOME/post (de)activate to show the active virtualenv on the right side of my screen instead.

in postactivate:

```bash
PS1="$_OLD_VIRTUAL_PS1"
_OLD_RPROMPT="$RPROMPT"
RPROMPT="\${fg_bold[white]}\(env: \${fg[green]}\)`basename "$VIRTUAL_ENV" \${fg__bold[white]}\)\${reset_color} $RPROMPT"
```

and in postdeactivate:

```bash
RPROMPT="$_OLD_RPROMPT"
```

Adjust colors according to your own personal tastes or environment.

3.5.2 Updating cached $PATH entries

From Nat (was blogger.com/profile/16779944428406910187):

I also added the command ‘rehash’ to $WORKON_HOME/postactivate and $WORKON_HOME/postdeactivate as I was having some problems with zsh not picking up the new paths immediately.

3.5.3 Creating Project Work Directories

Via James:

In the postmkvirtualenv script I have the following to create a directory based on the project name, add that directory to the python path and then cd into it:
In the `postactivate` script I have it set to automatically change to the project directory when I use the `workon` command:

```
proj_name=$(basename $VIRTUAL_ENV)
cd ~/projects/$proj_name
```

### 3.5.4 Automatically Run `workon` When Entering a Directory

Justin Abrahms posted about some code he added to his shell environment to look at the directory each time he runs `cd`. If it finds a `.venv` file, it activates the environment named within. On leaving that directory, the current virtualenv is automatically deactivated.

Harry Marr wrote a similar function that works with git repositories.

### 3.5.5 Installing Common Tools Automatically in New Environments

Via rizumu (was rizumu.myopenid.com):

I have this `postmkvirtualenv` to install the get a basic setup.

```
$ cat postmkvirtualenv
#!/usr/bin/env bash
curl -O http://python-distribute.org/distribute_setup.py ... >python distribute_setup.py
rm distribute_setup.py
easy_install pip==dev
pip install Mercurial
```

Then I have a pip requirement file with my dev tools.

```
$ cat developer_requirements.txt
ipdb
ipython
pastescript
nose
http://douglatornell.ca/software/python/Nosy-1.0.tar.gz
coverage
sphinx
grin
pyflakes
pep8
```

Then each project has its own pip requirement file for things like PIL, psycopg2, django-apps, numpy, etc.

### 3.5.6 Changing the Default Behavior of `cd`

Via mae:
This is supposed to be executed after workon, that is as a `postactivate` hook. It basically overrides `cd` to know about the VENV so instead of doing `cd` to go to ~ you will go to the venv root, IMO very handy and I can’t live without it anymore. If you pass it a proper path then it will do the right thing.

```bash
cd () {
    if (($# == 0))
        then
            builtin cd $VIRTUAL_ENV
        else
            builtin cd "$@
    fi
}
cd
```

And to finally restore the default behaviour of `cd` once you bailout of a VENV via a `deactivate` command, you need to add this as a `postdeactivate` hook:

```bash
unset -f cd
```

### 3.5.7 Clean up environments on exit

Via Michael:

When you use a temporary virtualenv via `mktmpenv` or if you have a `post_deactivate` hook, you have to actually run `deactivate` to clean up the temporary environment or run the hook, respectively. It’s easy to forget and just exit the shell. Put the following in `~/.bash_logout` (or your shell’s equivalent file) to always deactivate environments before exiting the shell:

```bash
[ "$VIRTUAL_ENV" ] && deactivate
```

### 3.6 For Developers

If you would like to contribute to virtualenvwrapper directly, these instructions should help you get started. Patches, bug reports, and feature requests are all welcome through the BitBucket site. Contributions in the form of patches or pull requests are easier to integrate and will receive priority attention.

**Note:** Before contributing new features to virtualenvwrapper core, please consider whether they should be implemented as an extension instead.

#### 3.6.1 Building Documentation

The documentation for virtualenvwrapper is written in reStructuredText and converted to HTML using Sphinx. The build itself is driven by make. You will need the following packages in order to build the docs:

- Sphinx
- docutils
- sphinxcontrib-bitbucket
Once all of the tools are installed into a virtualenv using pip, run `make html` to generate the HTML version of the documentation:

```
$ make html
rm -rf virtualenvwrapper/docs
(cd docs && make html SPHINXOPTS="-c sphinx/pkg")
sphinx-build -b html -d build/doctrees -c sphinx/pkg source build/html
Running Sphinx v0.6.4
loading pickled environment... done
building [html]: targets for 2 source files that are out of date
updating environment: 0 added, 2 changed, 0 removed
reading sources... [ 50%] command_ref
reading sources... [100%] developers
looking for now-outdated files... none found
pickling environment... done
checking consistency... done
preparing documents... done
writing output... [ 33%] command_ref
writing output... [ 66%] developers
writing output... [100%] index
writing additional files... search
copying static files... WARNING: static directory '/Users/dhellmann/Devel/virtualenvwrapper/plugins/docs/sphinx/pkg/static' does not exist
done
dumping search index... done
dumping object inventory... done
build succeeded, 1 warning.

Build finished. The HTML pages are in build/html.
cp -r docs/build/html virtualenvwrapper/docs
```

The output version of the documentation ends up in `./virtualenvwrapper/docs` inside your sandbox.

### 3.6.2 Running Tests

The test suite for virtualenvwrapper uses `shunit2` and `tox`. The `shunit2` source is included in the `tests` directory, but `tox` must be installed separately (`pip install tox`).

To run the tests under bash, zsh, and ksh for Python 2.7 through 3.6, run `tox` from the top level directory of the hg repository.

To run individual test scripts, use a command like:

```
$ tox tests/test_cd.sh
```

To run tests under a single version of Python, specify the appropriate environment when running `tox`:

```
$ tox -e py27
```

Combine the two modes to run specific tests with a single version of Python:

```
$ tox -e py27 tests/test_cd.sh
```

Add new tests by modifying an existing file or creating new script in the `tests` directory.
3.6.3 Creating a New Template

virtualenvwrapper.project templates work like virtualenvwrapper plugins. The entry point group name is virtualenvwrapper.project.template. Configure your entry point to refer to a function that will run (source hooks are not supported for templates).

The argument to the template function is the name of the project being created. The current working directory is the directory created to hold the project files ($PROJECT_HOME/$envname).

Help Text

One difference between project templates and other virtualenvwrapper extensions is that only the templates specified by the user are run. The mkproject command has a help option to give the user a list of the available templates. The names are taken from the registered entry point names, and the descriptions are taken from the docstrings for the template functions.

3.7 Existing Extensions

Below is a list of some of the extensions available for use with virtualenvwrapper.

3.7.1 emacs-desktop

Emacs desktop-mode lets you save the state of emacs (open buffers, kill rings, buffer positions, etc.) between sessions. It can also be used as a project file similar to other IDEs. The emacs-desktop plugin adds a trigger to save the current desktop file and load a new one when activating a new virtualenv using workon.

3.7.2 user_scripts

The user_scripts extension is delivered with virtualenvwrapper and enabled by default. It implements the user customization script features described in Per-User Customization.

3.7.3 vim-virtualenv

vim-virtualenv is Jeremey Cantrell’s plugin for controlling virtualenvs from within vim. When used together with virtualenvwrapper, vim-virtualenv identifies the virtualenv to activate based on the name of the file being edited.

3.7.4 Templates

Below is a list of some of the templates available for use with mkproject.

bitbucket

The bitbucket extension automatically clones a mercurial repository from the specified bitbucket project.

django

The django extension automatically creates a new Django project.
SublimeText

Song Jin has created a template plugin for automatically generating the project files used by SublimeText. See the sublime_projectfile_maker page for details.

See also:

- Creating a New Template

3.8 Why virtualenvwrapper is (Mostly) Not Written In Python

If you look at the source code for virtualenvwrapper you will see that most of the interesting parts are implemented as shell functions in virtualenvwrapper.sh. The hook loader is a Python app, but doesn’t do much to manage the virtualenvs. Some of the most frequently asked questions about virtualenvwrapper are “Why didn’t you write this as a set of Python programs?” or “Have you thought about rewriting it in Python?” For a long time these questions baffled me, because it was always obvious to me that it had to be implemented as it is. But they come up frequently enough that I feel the need to explain.

3.8.1 tl;dr: POSIX Made Me Do It

The choice of implementation language for virtualenvwrapper was made for pragmatic, rather than philosophical, reasons. The wrapper commands need to modify the state and environment of the user’s current shell process, and the only way to do that is to have the commands run inside that shell. That resulted in me writing virtualenvwrapper as a set of shell functions, rather than separate shell scripts or even Python programs.

3.8.2 Where Do POSIX Processes Come From?

New POSIX processes are created when an existing process invokes the fork() system call. The invoking process becomes the “parent” of the new “child” process, and the child is a full clone of the parent. The semantic result of fork() is that an entire new copy of the parent process is created. In practice, optimizations are normally made to avoid copying more memory than is absolutely necessary (frequently via a copy-on-write system). But for the purposes of this explanation it is sufficient to think of the child as a full replica of the parent.

The important parts of the parent process that are copied include dynamic memory (the stack and heap), static stuff (the program code), resources like open file descriptors, and the environment variables exported from the parent process. Inheriting environment variables is a fundamental aspect of the way POSIX programs pass state and configuration information to one another. A parent can establish a series of name=value pairs, which are then given to the child process. The child can access them through functions like getenv(), setenv() (and in Python through os.environ).

The choice of the term inherit to describe the way the variables and their contents are passed from parent to child is significant. Although a child can change its own environment, it cannot directly change the environment settings of its parent because there is no system call to modify the parental environment settings.

3.8.3 How the Shell Runs a Program

When a shell receives a command to be executed, either interactively or by parsing a script file, and determines that the command is implemented in a separate program file, it uses fork() to create a new process and then inside that process it uses one of the exec functions to start the specified program. The language that program is written in doesn’t make any difference in the decision about whether or not to fork(), so even if the “program” is a shell script written in the language understood by the current shell, a new process is created.
On the other hand, if the shell decides that the command is a *function*, then it looks at the definition and invokes it directly. Shell functions are made up of other commands, some of which may result in child processes being created, but the function itself runs in the original shell process and can therefore modify its state, for example by changing the working directory or the values of variables.

It is possible to force the shell to run a script directly, and not in a child process, by *sourcing* it. The `source` command causes the shell to read the file and interpret it in the current process. Again, as with functions, the contents of the file may cause child processes to be spawned, but there is not a second shell process interpreting the series of commands.

### 3.8.4 What Does This Mean for virtualenvwrapper?

The original and most important features of virtualenvwrapper are automatically activating a virtualenv when it is created by `mkvirtualenv` and using `workon` to deactivate one environment and activate another. Making these features work drove the implementation decisions for the other parts of virtualenvwrapper, too.

Environments are activated interactively by sourcing `bin/activate` inside the virtualenv. The `activate` script does a few things, but the important parts are setting the `VIRTUAL_ENV` variable and modifying the shell’s search path through the `PATH` variable to put the `bin` directory for the environment on the front of the path. Changing the path means that the programs installed in the environment, especially the python interpreter there, are found before other programs with the same name.

Simply running `bin/activate`, without using `source` doesn’t work because it sets up the environment of the *child* process, without affecting the parent. In order to source the activate script in the interactive shell, both `mkvirtualenv` and `workon` also need to be run in that shell process.

### 3.8.5 Why Choose One When You Can Have Both?

The hook loader is one part of virtualenvwrapper that is written in Python. Why? Again, because it was easier. Hooks are discovered using setuptools entry points, because after an entry point is installed the user doesn’t have to take any other action to allow the loader to discover and use it. It’s easy to imagine writing a hook to create new files on the filesystem (by installing a package, instantiating a template, etc.).

How, then, do hooks running in a separate process (the Python interpreter) modify the shell environment to set variables or change the working directory? They cheat, of course.

Each hook point defined by virtualenvwrapper actually represents two hooks. First, the hooks meant to be run in Python are executed. Then the “source” hooks are run, and they print out a series of shell commands. All of those commands are collected, saved to a temporary file, and then the shell is told to source the file.

Starting up the hook loader turns out to be way more expensive than most of the other actions virtualenvwrapper takes, though, so I am considering making its use optional. Most users customize the hooks by using shell scripts (either globally or in the virtualenv). Finding and running those can be handled by the shell quite easily.

### 3.8.6 Implications for Cross-Shell Compatibility

Other than requests for a full-Python implementation, the other most common request is to support additional shells. `fish` comes up a lot, as do various Windows-only shells. The officially Supported Shells all have a common enough syntax that the same implementation works for each. Supporting other shells would require rewriting much, if not all, of the logic using an alternate syntax – those other shells are basically different programming languages. So far I have dealt with the ports by encouraging other developers to handle them, and then trying to link to and otherwise promote the results.
3.8.7 Not As Bad As It Seems

Although there are some special challenges created by the requirement that the commands run in a user’s interactive shell (see the many bugs reported by users who alias common commands like `rm` and `cd`), using the shell as a programming language holds up quite well. The shells are designed to make finding and executing other programs easy, and especially to make it easy to combine a series of smaller programs to perform more complicated operations. As that’s what virtualenvwrapper is doing, it’s a natural fit.

See also:

- Advanced Programming in the UNIX Environment by W. Richard Stevens & Stephen A. Rago
- Fork (operating system) on Wikipedia
- Environment variable on Wikipedia
- Linux implementation of fork()

3.9 CHANGES

- Revert “Merged in 334 (pull request #78)”
- Fixing readme.txt

3.9.1 5.0.0

- Merged in 334 (pull request #78)
- Updating to support virtualenv 20+
- Merged in readme-updates (pull request #76)
- Merged in fix-screencast-link (pull request #77)
- fix link to screencast
- improve some of the wording in the readme
- Merged in Shailesh-Vashisht/indexrst-edited-online-with-bitbucket-156672535529 (pull request #74)
- index.rst edited online with Bitbucket
- Merged in master (pull request #73)
- fixup! Find the highest Python version with installed virtualenvwrapper
- Find the highest Python version with installed virtualenvwrapper

3.9.2 4.8.4

- Formatting change

3.9.3 4.8.3

- Upgrade sphinx, fix docs
- Merged in ukch/virtualenvwrapper/ukch/allow-building-docs-on-python-3-1529536003674 (pull request #71)
• Merged in techtonik/virtualenvwrapper/techtonik/toxini-edited-online-with-bitbucket-1525341850929 (pull request #69)
• Allow building docs on Python 3
• Merged in hjkatz/virtualenvwrapper/fix/workon_deactivate_and_tests (pull request #70)
• Fix bug with workon deactivate typeset -f; Add test_workon_deactivate_hooks
• Merged in JakobGM/virtualenvwrapper-1/JakobGM/use-code-blocks-in-order-to-allow-easier-1508879869188 (pull request #66)
• Use code blocks in order to allow easier copy-pasting
• Merged in JakobGM/virtualenvwrapper/JakobGM/fix-formatting-error-on-read-the-docs-t-1508876093482 (pull request #65)
• Fix formatting error

3.9.4 4.8.2
• Merged in jeffwidman/virtualenvwrapper-2/jeffwidman/update-rtd-url-they-now-use-io-rather-t-1505539237232 (pull request #63)
• Merged in jeffwidman/virtualenvwrapper-1/jeffwidman/add-python-36-to-pypi-trove-classifiers-1505539102243 (pull request #62)
• Merged in jeffwidman/virtualenvwrapper/jeffwidman/update-readme-with-current-test-status–1505538852189 (pull request #61)
• Update RTD url
• Add python 3.6 to Pypi trove classifiers
• Update readme with current test status

3.9.5 4.8.1
• New PBR doesn’t like provides_dist

3.9.6 4.8.0
• Merged in fix/263 (pull request #60)
• Merged in fix/296 (pull request #59)
• Fixing Documentation
• Update supported versions
• Adding python 3.6
• Fixing run_hook and tab_completion
• First shot at Fixing #263
• Adding a note about package managers
• Merged in zmwangx/virtualenvwrapper/always-export-virtualenvwrapper_hook_dir (pull request #55)
• Typo fix
• Merged in lendenmc/virtualenvwrapper (pull request #51)
• Merged in SpotlightKid/virtualenvwrapper/bugfix/distutils-sysconfig (pull request #56)
• Merged in dougharris/virtualenvwrapper (pull request #53)
• Merged in kk6/virtualenvwrapper/fix/wipeenv_ignore_setuptools_dependencies (pull request #57)
• Merged in erickmk/virtualenvwrapper/erickmk/command_refrst-edited-online-with-bitbuc-1491225971803 (pull request #58)
• Update sentence to make it more clear
• command_ref.rst edited online with Bitbucket
• Fixes Issue #291 wipeenv ignore setuptools’s dependencies
• Import distutils.sysconfig properly (fixes #167)
• virtualenvwrapper.sh: always export VIRTUALENVWRAPPER_HOOK_DIR
• Fixed case where alternate deactivate didn’t exist
• Makes workon more selective in its search for ‘deactivate’ #285
• Merged in sambrightman/virtualenvwrapper (pull request #52)
• Fix spelling mistake in error message
• Fix .kshrc sourcing error “‘&>file’ is nonstandard”
• Merged in lonetwin/virtualenvwrapper (pull request #48)

3.9.7 4.7.2

• Baseline testing to python27
• Fixing naming in tests
• Merged in phd/virtualenvwrapper (pull request #46)
• Ignore *.pyo byte-code files
• Fix docs: fix URLs whenever possible, change protocol to https
• Add wipeenv and allvirtualenv for lazy loading
• Remove one-time functions from the environment
• Fix the problem with lazy completion for bash
• Last set of docs
• Docs fixes
• Updating to virtualenvwrapper
• Last set of docs
• Docs fixes
• Merged in fix/issue-282-link-to-virtualenvwrapper (pull request #49)
• Updating to virtualenvwrapper
• Unset previously defined cd function rather than redefine it
• Merged in ismailsunni/virtualenvwrapper/ismailsunni/command_refrst-edited-online-with-bitbuc-1454377958615 (pull request #44)
• command_ref.rst edited online with Bitbucket Adding -d for remove extra path
• use a ref instead of hard-coded link in new tip
• Merged in kojiromike/virtualenvwrapper/deactivate-on-logout-tip (pull request #43)
• Add Deactivate-on-Logout Tip
• update README with new bug tracker URL
• more dir fixes for El Capitan
• add testing for python 3.5
• temporary dir fixes for OS X El Capitan (10.11)
• update to work with tox 2.1.1
• Merged in jveatch/virtualenvwrapper/fix-py26-logging (pull request #41)
• Pass stream as arg rather than kwarg to avoid py26 conflict. Fixes issue #274. StreamHandler arg was named strm in python 2.6
• enhance verbose output of hook loader
• Merged in erilem/virtualenvwrapper/user-scheme-installation (pull request #38)
• Change install docs to use –user

3.9.8 4.7.0

• Merged in gnawybol/virtualenvwrapper/support_MINGW64 (pull request #36)
• Detect MSYS if MSYSTEM is MINGW64
• Merged in kdeldycke/virtualenvwrapper/kdeldycke/restore-overridden-cd-command-to-its-def-1435073839852 (pull request #34)
• Restore overridden cd command to its default builtin behaviour

3.9.9 4.6.0

• remove some explicit tox environments
• Merged in jessamynsmith/virtualenvwrapper/py34 (pull request #30)
• quiet some of the lsvirtualenv tests
• add test for previous patch
• Merged in robsonpeixoto/virtualenvwrapper/bug/265 (pull request #33)
• Removes empty when list all virtualenvs
• Merged in justinabrahms/virtualenvwrapper/justinabrahms/update-links-and-name-for-venv-post-1431982402822 (pull request #32)
• Update links and name for venv post
• Added testing and updated docs for python 3.4
• Merged in jessamynsmith/virtualenvwrapper/env_with_space (pull request #28)
• Changes as per code review
• Added tests to verify that cpvirtualenv, lsvirtualenv, and mkproject work with spaces in env names

3.9. CHANGES
• Made rmvirtualenv work with spaces
• Added tests for leading spaces (trailing spaces don’t work in Linux, so don’t test them)
• fix default for VIRTUALENVWRAPPER_WORKON_CD

3.9.10 4.5.0

• Add -c/-n options to mktmpenv
• update mktmpenv test to assert changed directory
• Add test for creating venv with space in name

3.10 Glossary

**project directory**  Directory associated with a virtualenv, usually located elsewhere and containing more permanent development artifacts such as local source files, test data, etc. (see *Location of Project Directories*)

**template**  Input to mkproject that configures the *project directory* to contain default files. (see *Extending Virtualenvwrapper*)
virtualenv, from Ian Bicking, is a pre-requisite to using these extensions.

For more details, refer to the column I wrote for the May 2008 issue of Python Magazine: virtualenvwrapper | And Now For Something Completely Different.

Manuel Kaufmann has translated this documentation into Spanish.

Tetsuya Morimoto has translated this documentation into Japanese.
Support

Join the virtualenvwrapper Google Group to discuss issues and features.
Report bugs via the bug tracker on BitBucket.

5.1 Shell Aliases

Since virtualenvwrapper is largely a shell script, it uses shell commands for a lot of its actions. If your environment makes heavy use of shell aliases or other customizations, you may encounter issues. Before reporting bugs in the bug tracker, please test without your aliases enabled. If you can identify the alias causing the problem, that will help make virtualenvwrapper more robust.
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